# High-Quality Code Exam – Bangalore University Learning System

You have been assigned to work on a big international project with the Bangalore University in India. The task is to implement the Web application serving the university’s learning system. The project leader, [**Ramachander**](http://www.behindthename.com/name/ramachander)[**Mahesha**](http://www.behindthename.com/name/mahesha), has already written most of the system’s functionality. However, when you saw his work, you understood you needed to refactor the code in order to make it easier to read, understand and maintain.

Your task is to **refactor the code**, using all best practices in **object-oriented design** and **object-oriented programming**, **SOLID** principles, and **design patterns**. You have to **improve the code quality**. You also have to **fix any bugs** the project leader might have left, and **improve the general performance** (execution speed) of the code. Since the university didn't have time to **write** any **unit tests**, they also left all of this to you.

You are given the original code and the design document, specifying the task at hand. The Indians also have two sample test cases to check how the application works. These documents are provided below.

**Ensure the application follows the design document strictly.**

## Overview

The university system holds information about **users**, **courses** and **lectures**.

A **user** has a **username**, **password**, **role** (Student or Lecturer), and some **courses**. A **course** has a **name**, **lectures** and **students** enrolled in it. A **lecture** has a **name**.

There are three types of users: guests (users which haven’t logged into the system), students and lecturers.

Guests can **register** and after successful registration, they can **log in** the system. They can also view basic information about **all courses**.

Once logged in, a user is a Lecturer or a Student and he / she is able to **log out**. Students can do all things guests can do, and they can additionally **enroll in a course** and **view lectures** (for courses they participate in). Lecturers can do all things available to guests and students, and they can **add new courses** **and lectures**.

## System design

The project follows the **Model-View-Controller** architecture. It has been chosen after a long discussion with the Bangalore University Board of Directors.

The main part of the system is an **engine**. The engine reads URLs from the standard input (console) and decides what action should be performed. After performing the action, the engine writes the result to the standard output. In case some method throws an exception, the engine displays the exception message to the standard output.

A URL follows a strict format. The first part of an URL specifies a **controller name** to be called, and the second part specifies the **action name**. For more information about controllers and actions, read on. A URL may also have a set of **query parameters**: name-value pairs. The series of pairs are separated by an ampersand (**&**), and the parts within each pair are separated by a single equals sign (**=**). The query parameters are **URL-encoded** and can be given **in any order**. You can find an online URL encoder / decoder here: <http://www.url-encode-decode.com/>.

All URLs will be valid and in the format provided. There is no need to check this explicitly.

Examples of valid URLs are given below:

* **/Users/Login?username=new\_user&password=****P@ssw0rd123** → controller name: UsersController, action name: Login, parameters: username = new\_user, password = P@ssw0rd123
* **/Users/Logout** → controller name: UsersController, action name: Logout, parameters: none

Every other URL (not following these examples) is **invalid**.

**Models** are classes containing information about the real-world object the system works with. The models for this project are **User**, **Course** and **Lecture**. Not all models are valid. The validation rules for the models are given below:

* A user’s username must be at least 5 symbols long
* A user’s password must be at least 6 symbols long
* A course name must be at least 5 symbols long
* A lecture name must be at least 3 symbols long

In case validation fails, the system throws an **ArgumentException** with the message: **The [parameter\_name] must be at least [min\_length] symbols long.**

The system stores the passwords in a hashed state, i. e. it doesn’t keep the original (plain-text) password, but its **hash**. A **hash** has two key properties:

* All strings, no matter how long, produce a hash with the same length
* If two strings are the same, they will produce the same hash

The system uses the **SHA-1** hashing algorithm to store password hashes and keeps them as hexadecimal strings.

In order to work with model collections, the project has a **data layer**. The data layer consists of several **repositories**. A repository contains objects of the same type and provides methods for the following:

* **Getting all items** in the repository
* **Getting an item** by its unique ID (**1-based, in order of addition**)
* **Adding** a new item

The repository which stores users can also **look up users by their username**.

A **database** class combines all repositories defined for the application.

**Controllers** contain the main business logic in the application. A controller can contain a database and has at least one action. An **action** is a public method which returns a **view** and can optionally accept parameters. All controllers inherit from a base class.

Controllers keep track of the currently logged in user in the system. They also check if a user is authorized to perform the current action. For example, if a guest tries to add a new course, the system will reject the request. If an authorization check fails, the system throws an **AuthorizationFailedException** with the message **"The current user is not authorized to perform this operation."**.

**Views** contain the **presentation logic** in the system. They contain the results which are given to the user. A view can accept a **model** and it has to display some information, possibly using its model.

All views inherit from a base class. The structure of the views has strict conventions. A view namespace follows the structure of its respective controller.

For example, if there are the following controllers and actions defined in the system:

* **ControllerOne** (ActionA, ActionB)
* **ControllerTwo** (ActionC, ActionD),

then their views must follow the following namespace (and folder) structure:

**|-- Views****| `-- ControllerOne****| | -- ActionA.cs  
| | -- ActionB.cs  
| `-- ControllerTwo  
| | -- ActionC.cs  
| | -- ActionD.cs**

## System functionality

The Bangalore University Learning System responds to the following endpoints (URLs). All messages which the system should return are given in the tables for each endpoint.

* **/Users/Register?username=[string]&password=[string]&confirmPassword=[string]&role=[string]**

Registers a new user in the system. The role will always be **student** or **lecturer**.

|  |  |  |
| --- | --- | --- |
| **Case** | **Message** | **Exception** |
| Success | User [username] registered successfully. | None |
| The two passwords do not match | The provided passwords do not match. | ArgumentException |
| There is already a logged in user in the system | There is already a logged in user. | ArgumentException |
| There is already a user with the specified username in the system | A user with username [username] already exists. | ArgumentException |

* **/Users/Login?username=[string]&password=[string]**

Logs a registered user into the system.

|  |  |  |
| --- | --- | --- |
| **Case** | **Message** | **Exception** |
| Success | User [username] logged in successfully. | None |
| There is already a logged in user in the system | There is already a logged in user. | ArgumentException |
| There is no user with the specified username in the system | A user with username [username] does not exist. | ArgumentException |
| The username has been found, but the password does not match the database record | The provided password is wrong. | ArgumentException |

* **/Users/Logout**

Terminates the session of the currently logged user.

|  |  |  |
| --- | --- | --- |
| **Case** | **Message** | **Exception** |
| Success | User [username] logged out successfully. | None |
| There is no logged in user in the system | There is no currently logged in user. | ArgumentException |

* **/Courses/All**

Displays short information about all courses in the system.

|  |  |  |
| --- | --- | --- |
| **Case** | **Message** | **Exception** |
| Success | **In case there are no courses:** No courses.  **In case there are courses, displays all courses sorted alphabetically first, and then by number of students in descending order in the format:**  All courses:  A course (2 students)  Course 1 (20 students)  Course 2 (10 students) | None |

* **/Courses/Details?courseId=[int]**

Displays detailed information about the course with the specified ID.

|  |  |  |
| --- | --- | --- |
| **Case** | **Message** | **Exception** |
| Success | **In case there are no lectures:**  [Course name]  No lectures  **In case there are lectures, displays them in order of their addition in the format:**  [Course name]  - First lecture  - Second lecture  - Third lecture | None |
| There is no logged in user in the system | There is no currently logged in user. | ArgumentException |
| The currently logged in user is not a student or a lecturer | The current user is not authorized to perform this operation. | AuthorizationFailed Exception |
| The course does not exist | There is no course with ID [course\_id]. | ArgumentException |
| The course is not in the currently logged in user’s courses | You are not enrolled in this course. | ArgumentException |

* **/Courses/Enroll?courseId=[int]**

Enrolls the currently logged in user into the course with the specified ID.

|  |  |  |
| --- | --- | --- |
| **Case** | **Message** | **Exception** |
| Success | Student successfully enrolled in course [course\_name]. | None |
| There is no logged in user in the system | There is no currently logged in user. | ArgumentException |
| The currently logged in user is not a student or a lecturer | The current user is not authorized to perform this operation. | AuthorizationFailed Exception |
| The currently logged in user has already enrolled in the course | You are already enrolled in this course. | ArgumentException |
| The course does not exist | There is no course with ID [course\_id]. | ArgumentException |

* **/Courses/Create?name=[string]**

Creates a new course with the specified name and adds it to the system database.

|  |  |  |
| --- | --- | --- |
| **Case** | **Message** | **Exception** |
| Success | Course [course\_name] created successfully. | None |
| There is no logged in user in the system | There is no currently logged in user. | ArgumentException |
| The currently logged in user is not a lecturer | The current user is not authorized to perform this operation. | AuthorizationFailed Exception |

* **/Courses/AddLecture?courseId=[int]&lectureName=[string]**

Creates a new lecture with the specified name and adds it to the course with the specified ID.

|  |  |  |
| --- | --- | --- |
| **Case** | **Message** | **Exception** |
| Success | Lecture successfully added to course [course\_name]. | None |
| There is no logged in user in the system | There is no currently logged in user. | ArgumentException |
| The currently logged in user is not a lecturer | The current user is not authorized to perform this operation. | AuthorizationFailed Exception |
| The course does not exist | There is no course with ID [course\_id]. | ArgumentException |

Model the system and all entities using the best established practices in object-oriented design and object-oriented programming.

The input should be read from the console. It may contain up to 50 000 commands, so the issue system must work as efficiently as possible. The output is written to the console. The input and output formats have been specified above.

## Sample Input 1

|  |
| --- |
| /Users/Register?username=firstLecturer&password=firstPass&confirmPassword=firstPass&role=lecturer  /Users/Login?password=firstPass&username=firstLecturer  /Users/Logout  /Courses/All  /Users/Register?username=firstStudent&password=firstPass&confirmPassword=firstPass&role=student  /Users/Login?password=firstPass&username=firstLecturer  /Courses/All  /Courses/Create?name=Advanced+C%23  /Courses/Create?name=Object-Oriented+Programming  /Courses/Create?name=High-Quality+Code  /Courses/Create?name=Java+Basics  /Courses/AddLecture?courseId=3&lectureName=Naming+Identifiers  /Courses/AddLecture?courseId=3&lectureName=Comments+in+the+Code  /Courses/AddLecture?courseId=3&lectureName=High-Quality+Classes  /Courses/AddLecture?courseId=2&lectureName=Defining+Classes  /Courses/AddLecture?courseId=2&lectureName=OOP+Principles  /Courses/Enroll?courseId=1  /Courses/Enroll?courseId=3  /Courses/All  /Courses/Details?courseId=1  /Courses/Details?courseId=3 |

## Sample Output 1

|  |
| --- |
| User firstLecturer registered successfully.  User firstLecturer logged in successfully.  User firstLecturer logged out successfully.  No courses.  User firstStudent registered successfully.  User firstLecturer logged in successfully.  No courses.  Course Advanced C# created successfully.  Course Object-Oriented Programming created successfully.  Course High-Quality Code created successfully.  Course Java Basics created successfully.  Lecture successfully added to course High-Quality Code.  Lecture successfully added to course High-Quality Code.  Lecture successfully added to course High-Quality Code.  Lecture successfully added to course Object-Oriented Programming.  Lecture successfully added to course Object-Oriented Programming.  Student successfully enrolled in course Advanced C#.  Student successfully enrolled in course High-Quality Code.  All courses:  Advanced C# (1 students)  High-Quality Code (1 students)  Java Basics (0 students)  Object-Oriented Programming (0 students)  Advanced C#  No lectures  High-Quality Code  - Naming Identifiers  - Comments in the Code  - High-Quality Classes |

## Sample Input 2

|  |
| --- |
| /Users/Register?username=a&password=myPassword&confirmPassword=myPassword&role=student  /Users/Register?username=firstUser&password=short&confirmPassword=short&role=student  /Users/Register?username=notMatchingPasswords&password=password123&confirmPassword=Password098&role=student  /Users/Register?username=firstStudent&password=firstPass&confirmPassword=firstPass&role=student  /Users/Login?username=firstStudent&password=firstPass  /Users/Register?username=CantRegisterLoggedIn&password=password123&confirmPassword=password123&role=student  /Users/Register?username=firstStudent&password=firstPass&confirmPassword=firstPass&role=student  /Users/Login?username=firstStudent&password=firstPass  /Users/Logout  /Users/Login?username=nonexistingStudent&password=nonExistingPassword  /Users/Login?username=firstStudent&password=wrongPass  /Users/Logout  /Courses/Details?courseId=1  /Users/Register?username=firstLecturer&password=firstPass&confirmPassword=firstPass&role=lecturer  /Users/Login?password=firstPass&username=firstLecturer  /Courses/Create?name=High-Quality+Code  /Courses/Details?courseId=1  /Users/Logout  /Courses/Details?courseId=1  /Courses/Enroll?courseId=1  /Users/Login?password=firstPass&username=firstLecturer  /Courses/Enroll?courseId=1  /Courses/Enroll?courseId=1  /Courses/Enroll?courseId=10  /Users/Logout  /Courses/Create?name=Object-Oriented+Programming  /Users/Login?password=firstPass&username=firstStudent  /Courses/Create?name=Object-Oriented+Programming  /Users/Logout  /Users/Login?password=firstPass&username=firstLecturer  /Courses/Create?name=a  /Users/Logout  /Courses/AddLecture?courseId=1&lectureName=High-Quality+Methods  /Users/Login?password=firstPass&username=firstStudent  /Courses/AddLecture?courseId=1&lectureName=High-Quality+Methods  /Users/Logout  /Users/Login?password=firstPass&username=firstLecturer  /Courses/AddLecture?courseId=1&lectureName=a  /Courses/AddLecture?courseId=10&lectureName=High-Quality+Methods |

## Sample Output 2

|  |
| --- |
| The username must be at least 5 symbols long.  The password must be at least 6 symbols long.  The provided passwords do not match.  User firstStudent registered successfully.  User firstStudent logged in successfully.  There is already a logged in user.  There is already a logged in user.  There is already a logged in user.  User firstStudent logged out successfully.  A user with username nonexistingStudent does not exist.  The provided password is wrong.  There is no currently logged in user.  There is no currently logged in user.  User firstLecturer registered successfully.  User firstLecturer logged in successfully.  Course High-Quality Code created successfully.  You are not enrolled in this course.  User firstLecturer logged out successfully.  There is no currently logged in user.  There is no currently logged in user.  User firstLecturer logged in successfully.  Student successfully enrolled in course High-Quality Code.  You are already enrolled in this course.  There is no course with ID 10.  User firstLecturer logged out successfully.  There is no currently logged in user.  User firstStudent logged in successfully.  The current user is not authorized to perform this operation.  User firstStudent logged out successfully.  User firstLecturer logged in successfully.  The course name must be at least 5 symbols long.  User firstLecturer logged out successfully.  There is no currently logged in user.  User firstStudent logged in successfully.  The current user is not authorized to perform this operation.  User firstStudent logged out successfully.  User firstLecturer logged in successfully.  The lecture name must be at least 3 symbols long.  There is no course with ID 10. |

## Problem 1. Code Refactoring

**Refactor the source code** to improve its quality following the best practices introduced in the course  
“[High-Quality Code](https://softuni.bg/courses/high-quality-code/)”. You may refactor anything, as long as it improves the code quality. You may create as many classes, interfaces, enumerations, structures, etc. as you wish.

**32 score**

## Problem 2. StyleCop

Make StyleCop run without any errors on your code (ignore all documentation-related errors). Use the following StyleCop settings:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQgAAAESCAIAAACO2dxVAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABM6SURBVHhe7Z1PiC1JVoffTnAhKAi6URRUWmX8h4/hiTAMA+2g+A/BhsHhjcJbNPRGBPfjomfhokREBHExwoi+hTDis+1xM/ZiFsK4FXrXvXWgV71wZPREnBMRJyNP3sobN7Mqb9X3UWSdOHHiRL5X55dxb96MqicfAcAMhAEQgDAAAlYI45tvP30y4flL6zmFjHr69jetkZl75qyJUdZHApzPOmEMlCDCgGsGYQAEDAkje95+Pnll9bI0heRJMc+f24uwHFLziKHuJyVv8zRfwiepfs2znK06fCaAsxh4j/H8ZfbYO41aoBX1uJhkimWRbkDzlGwiL58t9eS2G2R2G1s6zJQURYclK8C5jK8YkzJVw5STr9VdjNSoenxY4unbL6NsSm16f82jR8ujNFcNBxhgK2G4S7165jH12F3I55FqC7U5j6nHhWUhv7RjxYBBNhRGqULViCtZMy0y7DBPsvxcNkSI8ofZWoo2GOBcBt5jPEnvh2vJlfKbRInHt/tCzVfz1uEGPxVKZqENcfk1ZjlbS+YyAZzFCmEAPD4QBkAAwgAIQBgAAQgDIGAijC++fcMXX4/5y5QwF8b/ATxWjiIMm3UISwGwHWuF8fPr0OAvvPu5z//zG5/7x9/53a/85m//za/9+l+8/tk//fRn/uSXP/VHn/ylN3/hF7/wiZ974yd/+jd+7LVf+RGNF2zWISwFwHacIQyzlvHC+P3/+MTvfeOn3vj6a7/17o9/9p9+9FP/8EOf/PIP/sxfff9P3HzvD3/pe37gi9/9fX/8XQgDDstewhhfMepTHUp7liM9+PH0qT0MlaOsz1IAbMcGwvjggw9ef/31d955p8Z89d//S43T/OxnPm9WFYapwj0j2JovnyeKLvQpqdywFADbcakwVBVvvvnmxx9/fFoY3/mOGZWZMPSRv+B5v/bUYEfWiaUA2I6LhOFVIc0a8/f/+p9qnGYmDF0gynIxRbVRFwyxq4AsBcB2nCEMebEkMhAxqKdThVCF8bdf/YYap+mFsbhgJLwWJiJBGLADZwhDBCAyUG3MVSFUYfz1y6+rocxfRCnnrBiihfidt2ApALbjDGHIsWpjrgqhCuMvv/I1NU6z+j2G+udYpKUA2I7zhCGoNuaqEGrMn3/5X9Q4zUwYZc2oi0ZtTl48TW5JCZYCYDvOFsYJNhCGYGIoZAFMlpLZCy5LAbAdxxPG+VgKgO04Qxhr0GARhhT9mi+NF2zWISwFwHasFcbe2KxDWAqA7UAYAAGXCuOtt94yC+ABsfuKYW8+bsOiAY7B7ivGmqJHGHA07mLFMGuZeUz6pOLJE2vMmhGvXmhQ5dnN+9b12Jj9VwiL/xsa/OKVNcEYEca7X/u3P4sQv0U4BoQhPyizpiz5M9MfsNXGQX7etxafD7i8UvsM2l6QxuXTPUxGhCEa+N8I8VuE436EcUs13DG3Ft+21TnLdir9tlM/HC4Vxmuf/kOzDiYM51DLKBHv3zwzTyIJaJJBu5/d3PixDg2bZJ7PlZikSBHTiYUXLyYB/jTmZx7kn0nfZ0hou5yI+af/wGC6wHeMy8zdMCiM//n2t/VLhFHty4Xx3nvvyf+/2iHSKzHWmNBXQ3HcaB3mn2mpkPetOPUHXRrP8rewbsRb6vnFq5LllYXkYilOi1fv1OnOrbBcnWL7k6xnrkaXP59Bw2ImpNw1c2I2dXFM/jnt37gw14NlXBi/+gd/57+qMPQ+VT3e94qhl+OlavCsqZtmla4pq6azVJVpQD2N0+fjnaEwynTauj2hxU0oV4HE49FEZlAY3/rWf+uXrBjVvnzFUOSnYNaUJX9mWg2lHVfSixe5Mltw5nTdqKNZQ0mqb9KYBtQMt6aqzpPCaO2TCSfnNUOHLvc/PAaF8WFBhGHWhx8eSBj2g5Sm/cBz9ahXTO+sEfpSauo7IQx7mWEDSuqwcOd1vzRLDWgz5tA6qvYmSv6UyzGJSZhDV7Olqf10dT7tzblmWR82lwrDcwBhOFq9TLrKT9bqwPDl4JjXTbXyiGmSWfmUSJOQ+YNZfIDPMD/zMH/5hxqTmEQ992Bqr8n5Pyc6hcfBiDD2/hxD0J+DNWZNgL0ZEcZZSNGvwaIBjsGlwuDpWniQ7L5iAFwjrBgAAbuvGPYe4jYsGuAY7L5irCl6hAFH4y5WDLOWmcd092e7ZsD7N89m9/N3YXqvX4jv7d/Z+cA+jAhjq88x9Bfg+j+soUi1mTVlyZ/YoxDDnJ1zaV6EceWMCEM0YA+aTxG/RTiWhOF/LfQVCyN9MhytGQjjyrlUGGP7Mbpflr6HMPyjDFK5qVkKWOwUK0Na/zRDsu0hwf6Ji24ibfZjnUeMnKYmqo46Ag7IoDDqHow1+zHW/2GN8f0YvjQ7aqWaMvQa39pm+Qx1yDxnivaEoqpjXYeZZYWRps0PR2RcGOv3Y+gvSFdtzFUh7LFi5Mor5C4ryaqLGq/2aU9l4pRGzrk0NvV7mqvlgEMyKIy6B2PlfoyqjbkqhB2EYS+XErUrS+LVi9zw8Wqf9lQ652mZyTELZ46MW7qhBUdgUBj2oPk5+zFUG3NVCPsIo5Rd00iuRrNbzRZrNqTPmYknWhrbZjEzHXV8nwgOxaXC8JwWxgm2EYZ0V9oe7UypQC3abLohxdWGPBPEKeFCqXilr+c0SCL6sS1Mk6QObdfISRo4GCPCuNr9GO66DnCSEWGchRT9Gix6P/KFm4s0rORSYfB0LTxIdl8xAK4RVgyAgN1XDHsPcRsWDXAMdl8x1hQ9woCjcRcrhlnLzGO6+7NdM0A/HWg3Y3P77m9CtY8vpiz5l6gfdhTi28znpoXVjAjjqPsx9FO50pTos2r0RJGtr795pHrmR+teoItZGrImFQwxIgzRgD1oPkX8FuFYEoZ/mnAjYdzc6HNQwqsX6bHxs4pmkyJbU8FrJupjFj6a3OScIeJSYRxrP4Y9IZh0kX7tZW7URzKEVFwamY/2m1n9EyRnDEnTRpFlI4eGuLH52LZ5pFSaJefJMxc03hrTJKFHjJy1rpLVUUfAWQwKo+7BONZ+DCuUrI9aNBUfI8dalt6fHY3TQ7JpzGKSKVb1d8cWIcwWhNTlyb11YLXN4zrMLAml2WWGdYwL45D7MeRb/tXFUgy1WlJxFMSj/tpbx3YeG3ByyFJkjZHzUM/8mEOsfme6aPmtkfu906dK/Z7majngTAaFUfdgHG0/Rvour1daGUnRlfJQjz9m98Sf2quHLEVmRzB2HpMlUV4AOnyMoMrxzi5hLyxDxrWXa3AOg8KwB80PuB+jVol5tKYyWsa1mDRe6D2rh4SRxWOmH+uPOcZKtzULkxhBJ4qmS2HybTprOur4PhGs5FJheE4L4wRbCqNSPKlIKuJRv483O9doLrDVQ6JIa5Ry92NtVJtI0ArPpsMiKymvDEjfFL033cI0Z+rQdo0MksMKRoRxtfsxDogUdFkE4EiMCOMspOjXYNGPinyV54p+TC4VBk/XwoNk9xUD4BphxQAI2H3FsPcQt2HRAMdg9xVjTdEjDDgad7FimLXMPKa7P9s1A9J9e3eDp93g35P2sYIR33m9m5OBTRkRxkH3Y0h3rb9za3GsdrtRS0nGksO9MiIM0YA9aD5F/BbhWBKGf5pwG2HkB7ntmn03tdjPsvBpHcK4Qi4VxrH2Y9QSLEZ9UkJINZv8tiMi79hQozy4nY/djovUZY7Zp3FlFsMlMWfnEWOaqDrqCDgIg8KoezCOtR+jXrRrLVbUkyoxd3hD/dbbrTnJNfU4crwjB/owtc3jOswsK4w0yyRwEMaFccj9GMJ0l1KquULn94Y/piRTv/eorUw80sjVPR9Sj3YeSnO1HHAYBoVR92AcbT+GmbbhWy7J3usKvTO63s7vPWornUcXgKUkclxYFvLrPVaMYzEoDHvQ/KB/HyNXWmqW1yrqqzUqzc7wxxxeAuRbSeF7ld6j0y1NOk0lZjrq+D4R3DuXCsNzWhgn2FoYufByMxkV8dSwzvDHnGESYONnL3p8fCKFSum3EeyauFpGhPFI92O4lQAePCPCOAsp+jVY9OGo13iBy/oj4lJh8HQtPEh2XzEArhFWDICA3VcMew9xGxYNcAx2XzHWFD3CgKNxFyuGWcvMY/Q2kDVW3q5tN5BO3j7qP3zYiPbhhRHf2t1pdtiaEWEccT9GUkUpxVSjy9V3a2mO1W43ainJWHK4c0aEIRqwB82niN8iHEvC8E8TXiyMWbmd+DBup9Ls0y6cAcK4Ei4VxiH2Y0i1dVWonlSFuvui/QGMhJZm8+R2C86O1GRvxuNlUBh1D8Yh9mP4+jPyBTvVWitDK27pST43Rs0a3JpODzak8zhyvCMH+jC1zeM6zCwrjDTLJHCPjAvjQPsx5sWknlp+1ah2CvC0v8DUAuZDOo/aysQjjXxC8yH1aPMqzdVywL0yKIy6B+MY+zF8AWb0+lvdvl/tVIczLfngcEjnUVvpPN0JCD6JHLvZCzKu3UWA+2NQGPag+XH2Y6SCKvWUyi7XY6vLVoml09WmmjVYjdqsnm5I7VV6jypDj8XR0k5T6ey2WvSJ4F64VBie08I4wQbCEPLFNlMKy9dYqjztzHskkqsOyO0arEY3tnbZkNmLHh+fSKFS+m0EezOuihFhPNL9GB63EsCDZEQYZyFFvwaLPjRtSeKy/uC5VBg8XQsPkt1XDIBrhBUDIGD3FcPeQ9yGRQMcg91XjDVFjzDgaNzFimHWMvMYvfVjjTW3a9vnBcbI3dT2IcOUc/1LrDzJc9PCDowI44j7MbpiGqutpVFzv3rmR+teoItZGrImFezMiDBEA/ag+RTxW4RjSRj+acLthTH2Cdy5ler9a6p55UmuSQU7c6kwDrEfQ+iKqTbFkGEJ6/af0llVthiL6mNStrJVQwdp/nZsGznSFo5S7ZLHZlU03hrTJKFHjJy1nnx11BGwE4PCqHswDrEfQ2g1pGht1hKbmIZ50kir5L6QS0wKaRmTVf3dsUUIswUhdXlybx1YbfO4DjNLQml2mWFrxoVxoP0YgquiVjjpuydHeKc4/MBqn46R3OqZH3OI1e9MFy2/NcpJVqdPlfo9zdVywG4MCqPuwTjGfoyu5kpRpkLqalM6SlytvzrQ7BUxS0eNybPnP2Cj7YKPEepJVmeXsD95Q8a1l2uwD4PCsAfND/r3MYRadKWCzFR/Rsw0pMUkK3lmMfM08k393THHWOm2ZmESI+hE0XQpTL5NZ01HHd8ngs25VBie08I4wQ7CqFWVazRh3amjUsvMmrZVo4/x7TpE/fVoE1kla4Vn02GRlZRXBqRvCns2DsOIMNiPcRtS0GURgOtkRBhnIUW/Bot+AOSrPFf0a+dSYfB0LTxIdl8xAK4RVgyAgN1XDHsPcRsWDXAMdl8x1hQ9woCjcRcrhlnLzGO6+7NdM6Z9HHDn90rd1Ep8Au0DCjg6I8I44n4M/5FaKtNRaYzVbjdqKQnCuB5GhCEasAfNp4jfIhxLwvBPE24gjPutuX72hQ/4EMb1cKkwjrIfIxXd9GO1VIXTTRTuEQuhVG7zJY/Wbj7yxzEeM4PCqHswjrIfIzGtrtRyZdddwcWVOn1PfjGmfwwgZ2p66CLN48jxjhzow9Q2j+sws6ww0qynA/fKuDCOtR/Dkyu8v2C3yit0MYp6urGhR21l4pFGnmw+pB7tDJTmajngvhkURt2DcZT9GBPyBXhel6YY5/Exyty/5FFb6Ty6ACwlkePCsiDj2ks8uFcGhWEPmh9mP8ak2OqKUVzF1ILNmEb8uOyqL6VSb8bsabraq/QenWg2XZhKzHTU8X0iuC8uFYbntDBOsMmKIbVXyFWXauyZvWgpxZYqsGLONi4N08r09VltP7j2Kj4+kUIlWxvBRotrY0QY17Efoy/W7XArATxURoRxFlL0a7DoDdlYGG5B4rL+CNhdGADXCMIACEAYAAEIAyAAYQAEIAyAAIQBEIAwAAIQBkAAwgAIQBgAAQgDIABhAAQgDIAAhAEQgDAAAhAGQADCAAhAGAABCAMgAGEABCAMgACEARCAMAACEAZAAMIACEAYAAEIAyAAYQAEIAyAAIQBEIAwAAIQBkAAwgAIQBgAAQgDIABhAAQgDIAAhAEQgDAAAhAGQADCAAhAGAABCAMgAGEABCAMgACEARCAMAACEAZAAMIACEAYAAEIAyAAYQAEIAyAAIQBEIAwAAIQBkAAwgAIQBgAAQgDIABhAAQgDIAAhAEQgDAAAhAGQADCAAhAGAABCAMgAGEABCAMgACEARCAMAACEAZAAMIACEAYAAEIAyAAYQAEIAyAAIQBEIAwAAIQBkAAwgAIQBgAAQgDIABhAAQgDIAAhAEQgDAAAhAGQADCAAhAGAABCAMgAGEABCAMgACEARCAMAACEAZAAMIACEAYAAEIAyAAYQAEIAyAAIQBEIAwAAIQBkAAwgAIQBgAAQgDIABhAAQgDIAAhAEQgDAAAhAGQADCAAhAGAABCAMgAGEABCAMgACEARCAMAACEAZAAMIACEAYAAEIAyDglDD44usxf5kSOmEAgIIwAAIQBkAAwgCY8dFH/w/W0aJ9DvmpRgAAAABJRU5ErkJggg==)

**4 score**

## Problem 3. Bug Fixing

**Debug the code** and fix any bugs you find.

**5 score**

## Problem 4. Code Documentation

**Document the following interfaces and methods** using C# XML documentation:

* **IRoute** (declaration + members)
* **IRepository** (declaration + members)
* **The controller action which performs user registration**

Any other documentation is **not** required. Each documentation gives 0.78 score.

**7 score**

## Problem 5. Unit Testing

Design and implement **unit tests for** **the following methods:**

* **Get(int id)** on the implementation of **IRepository<T>**
* **Display()** on the implementation of **IView** (note: you may need to inherit a class)
* The method implementing the **/Users/Logout** action
* The method implementing the **/Courses/All** action

Any other code is not required to be tested. The **code coverage** should be **at** **least 80% for the specified methods** (you do not need to cover the class that parses the input commands and prints the output). Be sure to test **all major execution scenarios** + all interesting **border cases** and **special cases**. Use Visual Studio Team Test (VSTT) and VS code coverage.

You may need to call other methods. Ideally, this would be avoided using mocking, but **feel free to do it using regular unit testing only**. However, you may want to create empty classes for some of the tests to simplify your work.

**30 score**

## Problem 6. Performance Bottlenecks

Find any **performance bottlenecks** and briefly describe them with the following **comment in the code**:

**// PERFORMANCE: <your description of why you think this is a performance bottleneck>**

**Fix the problems** if possible (and leave the bottleneck descriptions in addition to the fixes).

**6 score**

## Problem 7. Correct Results in the Judge System

You are given an automated judge system to submit your solution. If your code is correct (all bugs are fixed) and runs fast enough (the performance bottlenecks are fixed), your solution will pass all the tests. The last 2 tests measure performance. The others measure correctness.

**16 score**

## Problem 8. \* Mocking

Test the controller action **/Courses/AddLecture** using mocking. Use the Moq framework.

Note that you may need to make your code testable first.

**10 score (bonus)**